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1. Introduction

Planning has been an active research area since the early days of AI (Weld, 1999), and its applications have been extremely useful in cases when agents act in dynamic environments. Several formalisms for the representation of planning domains and problems have emerged over time, among which Planning Domain Definition Language (PDDL) (Ghallab et al., 1998) has dominated and become a standard. Over the same period of time, numerous algorithms, methods and techniques have been proposed (Hendler, Tate, & Drummond, 1990).

Most of the algorithms and techniques developed so far mainly focus on improving the efficiency of planning systems in terms of required time and resources. Although the results are in many cases impressive, there are not many successful examples of planning systems adapting to industrial use. This can be partly attributed to technical reasons such as the tendency of existing planning systems to be bound to a specific algorithm which might be overwhelmed by the amount of data they have to deal with, as it is becoming more and more immense. This brings on the requirement for systems that have the ability to incorporate multiple state-of-the-art algorithms before they are rendered outdated with respect to current problem demands. Therefore, there is a need not only for more efficient and scalable algorithms, but also for systems that, instead of being limited to a single algorithm, are flexible enough to adapt and employ new algorithms and techniques.

Furthermore, another important issue is the lack of systems that facilitate the development and deployment of planning domains and problems. Modelling and encoding them in some definition language such as PDDL, necessary as it is, can be tiresome and error-prone. It should not be assumed that the designer will always be a planning expert, and even in such cases, visual interfaces can save a lot of time and effort required, while reducing the number of errors and prevent inconsistencies. Visual interfaces in planning systems liberate the designers from the requirement to pay attention to syntax and facilitate focusing on the semantics and structure of the problem at hand.

This paper presents an attempt to approach the design and solving of planning problems while taking into account the aforementioned issues. The result of this research was the development of VLEPPO (Visual Language for Enhanced Planning Problem Orchestration), which is an integrated system for visually modeling and solving planning problems that aims at:

- offering a convenient and intuitive graphical interface which simplifies modeling, facilitates maintenance and promotes understanding of planning domains, even for non-expert users;
- conforming to the current standards for domain and problem representation, such as PDDL, thus facilitating communication with planning systems that comply with this standard;
- providing a high degree of flexibility in integration of different planning algorithms on top of the local one by employing the current web services technology.

The VLEPPO system provides interoperability with the PDDL language, as it can import domains and problems from PDDL files.
for visualization, validation and maintenance purposes and at the same time export the designed or modified domains and problems to PDDL. Furthermore, it offers separate but interoperable editors for planning domains and problems facilitating modular design and definition of new problems corresponding to existing planning domains. Moreover, as far as planners are concerned, the web services technology enables the proposed system to communicate with planners implemented or wrapped and deployed as web services; therefore, the user is not limited to a single planning algorithm, while the implementation language and platform of the planning algorithms is not a restriction.

The rest of the paper is organized as follows: Section 2 describes some formalisms and standards used for the representation of planning domains and problems, while Section 3 gives an overview of VLEPPO and its architecture. Sections 4–6 elaborate on the features of the system, while a case study involving web service composition is described in Section 7. Related work in the area is presented in Section 8, and finally, Section 9 concludes the paper and poses future directions.

2. Representation of planning domains and problems

This section describes the most prominent formalisms and standards used for the representation of planning domains and problems, namely STRIPS and PDDL. The approach described in this work evolves around these formalisms, and particularly around PDDL, as clear correspondences exist between elements of the system and PDDL elements. In addition, PDDL is used in the VLEPPO system when importing and exporting domains and problems as a means of interoperability with other planning systems.

2.1. The STRIPS formalism

The STRIPS (Stanford Research Institute Planning System) formalism comprises the base for the representation of planning domains and problems in most classical planning systems (Fikes & Nilsson, 1971). A planning problem in STRIPS is a tuple \((I, A, G)\), where \(I\) is the initial state, \(A\) is a set of available actions that can be used to modify states, and \(G\) is a set of goals. States are represented as sets of predicates.

Each action \(A_i\) has three lists of facts containing:

(a) the preconditions of \(A_i\) (noted as \(prec(A_i)\));
(b) the facts that are added to the state (noted as \(add(A_i)\) and
(c) the facts that are deleted from the state (noted as \(del(A_i)\)).

The following formulae hold for the states in the STRIPS notation:

- An action \(A_i\) is applicable to a state \(S\) if \(prec(A_i) \subseteq S\).
- If \(A_i\) is applied to \(S\), the successor state \(S'\) is calculated as: \(S' = S/\{del(A_i)\} \cup \{add(A_i)\}\).

The solution to such a problem is a sequence of actions, which if applied to \(I\) leads to a state \(S'\) such as \(S' \subseteq G\).

Usually, in the description of domains, action schemas (also called operators) are used instead of actions. Action schemas contain variables that can be instantiated using the available objects and this makes the encoding of the domain easier.

2.2. The PDDL definition language

Planning Domain Definition Language (PDDL) was initially designed for providing a standard means of encoding planning domains and problems used as input test sets for planners that took part in planning competitions such as AIPS (AIPS, 2000) and IPC (IPC, 2004; IPC-5). However, it has since been enhanced, extended and become a standard in the planning community for modeling planning domains. The importance of PDDL lies in the fact that it is established as the most widely acceptable common language for the exchange of information for planning domains and problems between researchers, while the majority of the state-of-the-art planners use it as input and output language (Gerevini, Saetti, & Serina, 2005; Hsu, Wah, Huang, & Chen, 2006; PDDL4J, 2008; SATPLAN, 2004).

PDDL (Ghallab et al., 1998) mainly focuses on expressing the physical properties of the domain under consideration in each planning problem. In order to facilitate the development of PDDL-compliant planners which are not obliged to cover the entire language, its features have been formally divided into subsets referred to as requirements; therefore, each domain definition declares which requirements will be put into effect, and planners can determine whether the domain can be handled. In the following paragraphs, in order to provide an overview of the language, the most commonly used definition elements are explained briefly.

When types are used, each object that appears in a problem is declared to be of a certain type. Consequently, the arguments of the predicates must also be of a certain type, which permits domain validation. A type can be thought of as a timeless unary predicate, and, in cases typing is not used, unary predicates are in fact used to compensate for the lack of types.

Variables have the same semantics as in any other definition language, and are used in conjunction with built-in functions for expression evaluation. In more recent versions of PDDL, \(fluents\) seem to gain momentum as variables when there is a need for values that can change over time, as a result of an action. \(Constants\) represent objects that do not change values over time and can be used in domain operators definitions or problems associated with a domain.

Relations between objects in the domain are represented by predicates. A predicate may have an arbitrary number of arguments, whose ordering is important in PDDL. Predicates are used to describe the state of the world at a specific moment and as preconditions and results of an action. \(Timeless predicates\) are predicates that are considered to be true at all times, therefore they cannot be affected by actions.

\(Actions\) enable transitions between successive situations. An action declaration mentions the parameters and variables involved, the preconditions that must hold for the action to be applied and the results of an action (effects). The effects, according to the STRIPS formalism, include the predicates that will be added to the world state and the predicates that will be removed from the world state after the application of the action. Predicates that are not mentioned among the action effects are assumed to stay unchanged from this action.

\(Axioms\), in contrast to actions, state relationships among propositions that hold within the same situation. The necessity of axioms arises from the fact that the action definitions do not mention all the changes in all predicates that might be affected by an action; therefore, additional predicates are concluded by axioms after the application of each action. Axioms were renamed to \(derived predicates\) in later versions.

\(Safety constraints\) in PDDL are background goals which may be broken during the planning process, but ultimately they must be restored. Constraint violations present in the initial situation do not require to be fulfilled by the planner.

After having defined a planning domain, problems can be defined with respect to it. A problem definition in PDDL must state an initial situation and a final situation, referred to as \(goal\), by specifying the predicates that comprise them. The closed world assumption holds; therefore, all predicates which are not explicitly defined to be true in the initial state are assumed to be false. The
solution given to a problem is a sequence of actions which can be applied to the initial situation, eventually producing the situation stated by the goal description.

PDDL 2.1 (Fox & Long, 2003) was developed by the necessity to express temporal and numeric properties of planning domains. The first of the extensions introduced were numeric expressions, which introduced new elements to the language. Functions are now part of domain definition, which associate a number of objects with an arithmetic value. Moreover, conditions were introduced, which are actually comparisons between pairs of numeric expressions. Finally, assignment operations are possible, with the use of built-in assignment operators such as assign, increase and decrease. The actual value for each combination of objects is not stated in the domain definition but must be provided to the planner in the problem definition.

Other extensions in this version include durative actions, which, in contrast to instantaneous actions considered up to now, have some duration. This duration must be declared at their definition, while temporal annotations are introduced to their conditions and effects.

PDDL 2.2 (Edelkamp & Hoffmann, 2004) introduced timed initial literals, which are facts that become true or false at certain points in time known to the planner beforehand, independently of the actions chosen to be carried out by the planner.

In PDDL 3.0 (Gerevini & Long, 2005) the language was enhanced with constructs that increase its expressive power regarding the plan quality specification. The constraints and goals are divided into strong, which must be satisfied by the solution, and soft, which may not be satisfied, but are desired. In addition, the notion of plan trajectories is introduced, which allows the specification of intermediate states that a solution has to reach, before it reaches the final state.

3. Overview and architecture of the system

VLEPPO is an integrated system intended to facilitate modeling and solving of planning problems. Among its key features is a convenient, intuitive and easy-to-use graphical interface, which allows design, comprehension and maintenance of planning domains and corresponding problems. The system accommodates for modularity, as domains and problems can be designed separately, and compatibility with standards, as most visual elements present in the system correspond to PDDL elements. Compliance with the PDDL standard is also achieved through the import and export features. Another important characteristic of the system is the increased flexibility in integrating the planning system that will be exploited each time when attempting to acquire a solution to a specific planning problem. This is accomplished by employing the current technology of web services. The system was implemented in Java for portability and interoperability purposes.

The full interface of the system during the design of a domain and a corresponding problem is depicted in Fig. 1. The main window includes the Ontology Editor and the Operators Editor, the combined use of which accomplishes modeling of a planning domain, as well as the Problem Editor where corresponding planning problems are designed.

The architecture of the system is presented in Fig. 2. VLEPPO comprises of four components, namely the Visual, the Planning, the Import/Load and the Export/Save Components.

A planning domain is reflected in the Visual Component using graphical notations corresponding to various PDDL elements, such as predicates and operators. Similarly, planning problems based on this domain can also be visualized. During visual design, the system guides the designer in order to ensure consistency in the resulting domains, as it performs real-time validity checks. The key feature of the Visual Component is its simplicity and convenience; at the same time, a high degree of correspondence to PDDL is achieved (Hatzi, Vrakas, Bassiliades, Anagnostopoulos, & Vlahavas, 2007a). The range of the PDDL elements that can be represented in the system is quite wide, and covers the elements that are used more frequently in contemporary planning domains and problems. Specifically, the PDDL requirements (Gerevini & Long, 2005) covered by the system are the following: :strips, :typing, :negative-preconditions, :fluents, :durative-actions, :derived-predicates and :timed-initial-literals. The Visual Component also serves plan visualization purposes, for plans that comply with the PDDL+ standard (Fox & Long, 2002).

The Import/Load and Export/Save Components provide additional features which ensure interoperability and conformation to the standard. The features include exporting the domains and problems to PDDL, as well as importing existing domains and problems from PDDL for visualization, modification and maintenance purposes. Therefore, the designer is enabled to manipulate existing domains and problems in an intuitive way, even if they are not familiar with the language syntax. At the same time, save and load
functions for both domains and problems can be alternatively used, which, unlike export and import functions, have the ability to preserve visual information such as colors and positions of the elements, even for domains that are under development.

Finally, in order to accommodate for interoperability with other planning systems that actually perform the planning procedure, the Planning Component has been developed, which accommodates cooperation with external planners. This includes a web service client component which offers the user the chance to select among planners that are implemented or wrapped and deployed as web services. Thus, the user is not restricted to a single planning algorithm, but has the ability to experiment with planners and can even attempt to solve the problem with many planners simultaneously, as the planning procedure is not executed locally. Furthermore, in order to avoid considering an internet connection mandatory for the planning operation of the system, another planning component which solves the problem locally has also been incorporated.

The full implementation code of the VLEPPO system complemented with example PDDL files can be downloaded from http://www.dit.hua.gr/~raniah/vleppo_en.html.

4. Visual design of planning problems with VLEPPO

This section provides a description of the visual elements offered by the system for modeling planning domains and problems, while their correspondence to PDDL elements explained in Section 2.2 is pointed out. The features of the system are described using well-known planning examples.

4.1. The domain entities and relationships

The VLEPPO system employs the well-known formalism of the entity-relationship model, as seen through the PDDL standard, in order to describe the structure of the planning domains; therefore, the classes in a planning domain are the entities, while the predicates are the relationships. These elements are visually represented in the system by distinctive shapes and connections between them.

A class in PDDL, denoted by a colored circle, represents a type of domain objects or action parameters. Based on a class, corresponding operator parameters and problem objects can be created, bearing the same color for instantaneous identification.

A relationship, denoted by a rectangle, corresponds to a domain predicate in PDDL and is used to describe associations between classes, or properties of classes, in the unary predicate case. As with classes, the color of the relationship can be used to track the occurrences of the predicate in the operators or problems.

Relationships are associated with classes through connections. Each connection represents an argument of a relationship, while the class shows the type of the argument. A relationship may have an arbitrary number of arguments of any type, which are increasingly ordered upon creation.

As an example, consider a very common domain in the planning community, the Gripper domain (McDermott, 1998). In this domain there is a robot with N grippers which moves in a space composed of K rooms that are all connected with each other so that the robot can reach any room from any other room with one single movement. There are also L numbered balls which the robot can carry from their initial positions to some destination, holding one ball in each gripper at any given time. The Gripper domain has four relationships: at, which specifies the position of a ball in a room, holding, which is used to denote that some gripper is holding a ball, at-robot, which specifies the position of the robot, and empty, which states that a gripper is not holding any ball. The classes and relationships of the domain, along with their connections are depicted in Fig. 3.

The aforementioned elements – classes, relationships and connections – combined together, form the entity – relationship model of the data for the planning domain the user is dealing with, which is visually represented in the Ontology Editor. Although there are other formalisms available, such as UML (UML), to describe the structure of data in a domain, this model was estimated to approach best the PDDL structure.
4.2. Representing operators

Operators in VLEPPO have a direct correspondence to PDDL actions. The essential elements of their definition are the preconditions, the results (or the add/delete lists), and their parameters, each one depicted visually in a separate column of the operator shape in the Operators Editor. Preconditions and results can be created from predicates while parameters can be created from classes. Connections can also be created provided that there are corresponding connections in the Ontology Editor. Other elements that can be imported in operators will be discussed in more detail in the paragraph about advanced features.

The Gripper domain involves three operators, shown in Fig. 4: move, which enables the robot to move between rooms, pick, which allows a gripper to lift and hold a ball, and drop, which is the opposite of pick and is used when a ball is no longer held by a gripper.

The default view for an operator is in preconditions/results view, when the column on the left shows the preconditions that must hold for the action to be executed and the column on the right shows the state of the world after the execution of the action (in terms of predicates affected by this action). However, in some cases this is not convenient or desirable; therefore, the system offers another option, closer to the PDDL definition of operators, which is the add/delete lists view. If selected, the column on the right changes to show the facts that will be added and deleted from the current state of the world upon the application of the action. The user can switch between the two views at any time, however changes to the operators are allowed only in the preconditions/results view. For demonstration purposes, the two views for the pick operator are shown in Fig. 5.

Moreover, the system supports operators that are supposed to have duration, referred to as durative actions in PDDL. The defini-
tion of such a durative action includes setting the duration of an operator, in combination with temporal annotations to the preconditions and results. The durative view of an operator, along with the dialogues for the definition of temporal annotations are depicted in Fig. 6.

4.3. Representing problems

For every domain defined in PDDL, a large number of problems that correspond to this domain can be defined by describing an initial and a goal state. The problem shape in the visual system is much like the three-column operator in form, but different semantically. The left column holds the predicates in the initial state, the right column holds the predicates in the goal state, and the middle column holds the objects that take part in the problem definition. As with operators, the aforementioned elements can be created from the corresponding elements in the Ontology Editor.

An example of a problem for the Gripper domain is presented in Fig. 7. In this instance, there are two rooms (Bedroom, Kitchen), one ball (Ball1) and the robot has two grippers (rightGripper, leftGripper). The initial state of the problem defines the location of the robot and the ball, which are the Kitchen and Bedroom, respectively, and that both grippers are free. The goal state requires that the destination of both the ball and the robot is the Kitchen.
4.4. Advanced features

The basic PDDL features described above are adequate for simple planning domains and problems, while for more complex problems advanced features of the language are used, described in this section.

A PDDL constant is represented in the system similarly to a class, enhanced with a red outline, as depicted in Fig. 8. Constant must be of some type, and can be used either in an operator or in a problem, where they behave similarly to parameters or objects, respectively.

A derived predicate is an advanced PDDL feature that is represented by a group of design elements in VLEPPO, which includes the predicate enhanced with an AND/OR tree (Nilsson, 1998) that indicates the way it derives from other relationships. The tree is constructed from binary AND and OR and unary NOT nodes, while each of the node arguments can be either another node of any type, or a relationship. An example of a derived predicate is presented in Fig. 9, stating that a person can go out if it is sunny, or if it is raining and an umbrella is available.

Among the advanced features is the option to indicate that a predicate is timeless, that is, the predicate is true at all times. This operation involves a lot of validity checks, which will be explained in the corresponding paragraph.

Another PDDL feature incorporated in VLEPPO are numerical expressions, which involve the definition of a number of elements such as functions in the Ontology Frame and conditions or assignments incorporating these functions in the Operators Frame. Furthermore, for each function imported in the system, the initial values of the function for the problem at hand have to be defined in the Problem Frame. As an example from the Rover domain (IPC-5), consider a function relating a vehicle and two waypoints with the cost for the vehicle to traverse the distance between these waypoints. The definition of the function in the Ontology Frame and the corresponding values in the Problem Frame are depicted in Fig. 10.

Finally, maps can be created for every relationship that has exactly two arguments of the same type. Maps significantly facilitate problem readability when the relationship they represent is expected to have many instances in the initial state of a problem, as these instances can be omitted from the initial state definition. Each connection in the map represents an instance of the relationship, while the objects represent the arguments, as shown in Fig. 11. Maps do not have a direct correspondence to PDDL; therefore, in order to maintain full compatibility, their use is not mandatory. However, if used, they accommodate comprehensiveness in initial state definition.

4.5. Syntax and validity checking

A very important feature of the system is syntax and validity checking, as it detects errors and inconsistencies at the time they emerge and prevent them from propagating. Planning domains are checked for consistency within their own structures, and planning problems have to be checked for consistency and correspondence to the related domains. The remainder of this paragraph provides several examples illustrating the validity assurance processes of the system.

The user is allowed to insert a new connection in an operator or in a problem only if a corresponding connection exists in the Ontology Editor, while special care must be taken to verify that
the types of parameters and objects match to the types of predicate arguments.

As far as constants are concerned, the system ensures the definition of their class before they are inserted in an operator or a problem. Furthermore, additional checks are performed about the types of arguments, similar to those performed for simple objects.

Timeless predicates are, by definition, allowed to appear in the preconditions of an operator, but not in the add or delete lists. As a consequence, adding a timeless predicate in the preconditions part of an operator will trigger its automatic appearance in the effects part as well, so the add and delete lists will not be affected. Furthermore, before setting a predicate timeless, checks will have to be performed to determine if this operation is allowed.

5. Import and export functions

5.1. Exporting to PDDL

The interoperability and increased flexibility of the system would not be possible without compliance with the PDDL standard. Visual elements taking part in domain definition, as well as comments, can be combined to formulate constructs and exported to a PDDL file, which is automatically enhanced with the appropriate requirements tag, as detected by the system. Some details clarifying export are presented in the remainder of the paragraph.

Upon export, the user is offered the option to use typing on demand, producing slightly different domains. In case the requirement :typing is declared, each class name is included in the (:types) construct of the domain definition, and for each object, parameter and constant its type must be declared wherever they appear. In case typing is not used, classes are treated as timeless unary predicates and appear along with the other predicates of the domain. In addition, for each parameter in an operator, a precondition that denotes its type must be added in the operator definition, while likewise, for each object, a new initial literal denoting its type must be included in the problem definition.

Exporting the domain operators requires a combination of several elements of the Operator Editor and the Ontology Editor, namely predicates, classes, variables and constants, functions, and obviously the operators themselves. Slight changes occur to an operator definition depending on whether the :typing requirement is declared, as the types of the parameters have to be included in the definition.

Exporting the problems is quite similar to exporting the operators, however, the problems are stored in a different PDDL file; therefore, numerous problems can be defined for the same domain. If maps are used, care must be taken to include the information they embody in the list of predicates included in the initial state. Furthermore, if functions are used, their initial values provided by the user in the Problem Editor will be part of the declaration of the initial state of the problem, in the corresponding construct.

5.2. Importing from PDDL

VLEPPO also offers the feature of importing planning domains and problems expressed in PDDL, visualizing them, and thus enabling the user to manipulate and maintain them. Both typed and non-typed PDDL files are supported; however, importing non-typed PDDL is subject to some restrictions. If no typing is used, syntax alone might not be enough, and semantic information might be necessary in order to discriminate types of objects from unary predicates. A module for translating non-typed to typed PDDL has been developed, which scans the non-typed PDDL file for unary predicates, which are candidates for being considered as "types" and consequently examines which of them could be timeless, by ensuring that they do not appear in the add or delete lists of any operators, a distinctive property of timeless predicates.

After determining the types, the translation process can proceed. Although the non-typed to typed PDDL translation module has the best possible performance provided the information contained in PDDL files, when the domain includes ordinary unary predicates which do not happen to appear in any add or delete lists, they might be mistaken for types. In such cases, the intervention of a user, who can identify semantics, is required, but even so, the effort is minimal compared to the effort of designing the domain from scratch.

5.3. Save and load functions

Importing from and exporting to PDDL is essential as it provides formalization of the planning domains and problems created by the visual system and interoperability with planning systems. However, PDDL cannot capture visual information, although in some cases the user might have spent valuable effort to customize the way the planning domain and problems appear. To compensate this, an internal file format has been developed with the extension "vff" (VLEPPPO File Format), which is able to save not only the essential information of a planning domain and problem, i.e. the design elements such as objects, relationships, operators, but also the visual information such as colors and positions of these elements. Consequently, the load function is able to read this file format and restore the planning domain and problem to the exact state that it was in when saving was performed. Save and load functions are particularly useful during the development of the domains, when they are considered incomplete and exporting them to formal PDDL is not suggested.

6. Obtaining solutions to planning problems

6.1. Interface with planning systems implemented as web services

As VLEPPPO is intended to be an integrated system not only for designing but for solving planning problems as well, an interface with planning systems is necessary. This is achieved by providing the ability to discover and communicate with web services which offer implementations of various planning algorithms. Moreover, existing planning systems can expose their functionality through web services and be utilized by VLEPPPO (HAP-WS).

To this end, a dynamic web service client has been developed as a subsystem. The requirement for flexibility in selecting and invoking a web service justifies the decision to implement a dynamic client instead of a static one. In this way, the system can exploit alternative planning web services according to the problem at hand.
The communication with the web services is performed by means of exchanging SOAP (Simple Object Access Protocol) messages, as the web service paradigm dictates. However, in a higher level, the communication is facilitated by the use of the PDDL language, which constitutes the common ground between the visual system and the planners. An additional advantage of using PDDL is that the visual system is released by the obligation to determine the PDDL features that a planner can handle, thus leaving each planning system to decide for itself.

The planners implemented as web services accept as inputs the PDDL descriptions of the planning domain and problem, perform the planning procedure and respond with the plan for the problem at hand. An example WSDL (Web Services Description Language) file describing typical planning web service API is depicted in Fig. 12.

The employment of web services technology results in the independence of VLEPPO from the planning or problem solving module and increased flexibility. Such a decoupling is essential since new planning systems which outperform the current ones are being developed. Each of them can be exposed as a web service and then invoked for solving a planning problem without any further changes to system or the domains and problems already designed and exported as PDDL files.

6.2. Solving planning problems locally

Although VLEPPO aims at exploiting the capabilities of the web service technology in order to be independent from the planning module, and thus take advantage of different planners according to the problem at hand, an option to solve the problems locally is also offered. This option can be used at any time without any special machine set up; therefore, the lack of internet connection or the lack of available planners implemented as web services do not prevent the user from obtaining valid plans, although the planning process might not be optimal. Currently, the planner used for solving the problems locally is LPG-TD (Gerevini, Saetti, & Serina, 2004; Gerevini et al., 2005), which proved to perform very well based on the results of the 4th International Planning Competition (IPC-4) (IPC, 2004).

7. Case study

In order to illustrate the use of the system, even on alternative domains, a case study concerning a real world problem has been selected, rather than the typical planning domains used in competitions and during the description of the system in the previous sections. The case study concerns web service composition; therefore, a brief introduction to web services along with a discussion about how a web service composition problem can be viewed as a planning problem is provided (Vrakas, Hatzi, Bassiliades, Anagnostopoulos, & Vlahavas, 2008). A system with visual capabilities such as VLEPPO is very useful when one attempts to approach web service composition problems through planning, as visual modeling significantly facilitates understanding of the dynamics of the available web services and their possible interactions during composition.
7.1. Semantic web service composition

A web service is a software system identified by a URI (Universal Resource Identifier), whose public interfaces and bindings are syntactically defined and described the Web Services Description Language (WSDL) (WSDL, 2001). Its definition can be discovered by other software systems, which may then interact with the web service in a manner prescribed by this definition, using XML (XML) based messages conveyed by internet protocols (Booth et al., 2003). Web services aim to simplify the process of distributed computing by defining a standardized mechanism to describe, locate, and communicate with online software systems.

When individual web services are limited in their capabilities, they can be composed to create new functionality in the form of complex web services, a process called web service composition (Piccinelli, 1999), which is emerging as a new model for interactions among distributed and heterogeneous applications. To truly integrate application components on the Web across organization and platform boundaries merely supporting simple interaction using standard messages and protocols is insufficient (van der Aalst, 2003) and web services composition languages, such as BPEL4WS (Thatte, 2003), are needed to specify the order in which messages are exchanged and operations are executed.

Automatic application interoperability is hard to achieve at low cost without the existence of the Semantic Web. Semantic Web is the next big step of evolution in the Web (Berners-Lee, Hendler, & Lassila, 2001) that includes explicit representation of the meaning of information and document content (namely semantics). The combination of the Semantic Web with web services, namely semantic web services, achieves the automatic discovery and composition of web services (McIlraith, Son, & Zeng, 2001) through the use of semantic web service descriptions, on top of WSDL descriptions, such as OWL-S (OWL Services, 2003), that allow the web service semantics to become comprehensible by other agents/programs through ontologies.

The capability of automating web service composition is very important for the survival of web services in the industrial world as manual composition becomes significantly hard as the number of available web services increases (Bassiliades, Anagnostopoulos, & Vlahavas, 2005). A very promising direction to automatically composing semantic web services is through the use of AI planning techniques (Alfredo, 2003).

7.2. Web service composition as a planning problem

Using planning, the semantic web service composition problem can be described as a desired state to be achieved by the complex service and the planner will be responsible to find an appropriate sequence of simple web service invocations, to achieve this state. In this way, non-predicted web services can be formulated on demand. The abilities of simple web services can be described in semantic languages such as OWL-S and can be considered as planning operators.
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**Fig. 13.** An example of OWL-S to PDDL transformation. (a) The OWL-S profile of the BookToPublisherService. (b) The PDDL action produced.
To elaborate, consider the case were a user wishes to use a complex web service which, when provided with some input data, will return some required information. There may be a number of alternatives when formalizing the problem of web service composition as a planning problem (Carman, Serafini, & Traverso, 2003), however the most straightforward solution is the following: the inputs provided by the user form the initial state of the problem, while the desired outputs form the goals of the problem. The available semantic web service descriptions are used to obtain the actions or operators available in the planning domain, as they are described in the STRIPS formalism. Each action has the same name as the name of the corresponding web service, while its preconditions list is formed by the inputs of the service. The add list of the action includes the outputs of the service and the delete list is left empty.
It should be noted that the formalization presented above in some cases might require the planning system to be aware of possible semantic similarities among syntactically different concepts. If this situation occurs, it can be dealt with utilizing ontologies, which describe relationships and similarities among concepts.

7.3. Example

Initial stages of experimentation on web service composition using VLEPPO included modeling the web services in the system from scratch. However, in order to obtain realistic results, case studies involving real test sets were pursued. The test sets containing semantic web service descriptions in OWL-S and their corresponding ontologies were obtained from OWLS-TC (OWLS-TC). Consequently, they were modified, parsed by the PORSCE II system (Hatzi et al., 2008), translated into PDDL and imported in VLEPPO. An example of the transformation of an OWL-S web service description into a PDDL action is presented in Fig. 13, however further discussion about the transformation process is beyond the scope of this work.

The domain presented here refers to electronic bookstores and the predicates it includes are shown in Fig. 14. It should be noted that in this web service scenario the predicates do not have any arguments, therefore an auxiliary argument not affecting the results had to be added, as some of the planners tested had trouble handling predicates without arguments.

The objective of the web service composition scenario is the electronic purchase of a book. Fig. 15 presents some of the domain web services turned into actions, in add/delete lists view, that will be used in the complex service satisfying the user requirements. As already mentioned, the inputs of a web service are the preconditions of the action, while the outputs of the service are the add list. The delete list is left empty, since no web service at this point is considered to be able to retract information or data from the world state (Hatzi, Vrakas, Bassiliades, Anagnostopoulos, & Vlahavas, 2007b).

A number of different problems can be defined corresponding to this domain definition. An example is presented in Fig. 16 where the supposed user provides a book title and author, credit card info and the address that the book will be shipped to, and requires a charge to credit card for the purchase, as well as information about the shipping dates and the customs cost for the specific item.

A full screenshot of the system interface with the domain and problem described above is depicted in Fig. 17.

The problem was solved locally using the LPG-td planning system, and the produced plan is presented in Fig. 18, while the visualization of the plan in levels is also provided in Fig. 19.

8. Related work

This section presents the most prominent experimental efforts to construct general-purpose planning tools that have appeared so far.

Fig. 17. A full screenshot of the interface with the case study presented above.

Fig. 18. The plan produced by LPG-td.
The GIPO system (McCluskey, Liu, & Simpson, 2003) is based on an object-centric view of the world. The main idea behind it is the notion of change in the state of objects throughout plan execution. Therefore, the domains are modeled by describing the possible changes to the objects included in them. The GIPO system is designed to work with both classical and Hierarchical Task Network (HTN) domains. In both cases, it offers graphical editors for domain creation, planners, animators for the derived plans and validation tools. The domain models are represented mainly in an internal representation language called Object Constraint Language (OCL), which is object oriented, in accordance with the GIPO system. Only limited translation from the internal representation format to PDDL is offered. Local planners can be integrated into the GIPO system, however they must adhere to a number of restrictions, while the integration process is burdensome.

As far as the graphical aspects of GIPO are concerned, the most fundamental of them are the definition of classes of objects, predicates, and object class states. The above elements have to be defined in the order mentioned. The operators are thought of simply as transitions between states of an object. In addition, GIPO provides the opmaker, a tool which can derive operator definitions from partially defined domains and sample plans. Furthermore, planning problems, referred to as tasks, can be defined in the form of initial and goal states. Finally, some additional tools are included, such as the Life History Editor, which accommodate more advanced features and better understanding and manipulation of the domain.

The major difference between GIPO and the proposed VLEPPO system is the way they deal with planning domains. The object oriented GIPO has its own internal representation based on the OCL language. Thus, the design process is driven to follow this representation. On the contrary, the VLEPPO system provides design elements which correspond as accurately as possible to the well-established elements of STRIPS/PDDL. Therefore, designing a planning domain and problems is much more straightforward with respect to the prevailing standards, interoperability with planning systems that conform to those standards comes naturally. Furthermore, the proposed system offers design elements that cover a wider part of PDDL, such as derived predicates and constants. In addition, an effort has been made to preserve the semantics and the names of the PDDL elements in order to decrease the learning curve of those users already familiar with the language. Finally, another significant difference lies in the interaction with external planning systems, which in the case of GIPO requires manual configuration and the planning systems available are limited to those that fulfill certain requirements, while in the case of VLEPPO, the only requirement about external planning systems is their compatibility with the PDDL standard.

SIPE-2 is another System for Interactive Planning and Execution of the derived plans (as the name implies) (Wilkins, 2000). As it is designed to be performance-oriented, it embodies many heuristics for increased efficiency, as well as the ability for providing advice to the built-in planner. Among its useful features is the plan execution monitoring, which enables the user to feed new information to the system in case changes occur in the world and the graphical interfaces for knowledge acquisition and representation, as well as plan visualization. The operators, plans and problems can be represented using the ACT formalism (Wilkins & Myers, 1994), and they can be visually manipulated through the ACT-Editor. The operators have the same semantics as in PDDL, meaning that they describe the changes in the state of the world, but there are also significant differences. They can have various levels of abstraction, and they can be applied to any situation, producing different effects each time, which are determined using deductive rules. Moreover, the operators state additional information, such as (but not restricted to) constraints, conditions and purpose, which denotes which goals the operator can solve. On the other hand, the sort hierarchy (classes) structured in the form of frames and can be manipulated through the GKB-Editor, a tool for editing knowledge bases in Frame Representation Systems. The user interface allows browsing any part of this hierarchy, as well as creating and editing classes and instances.

SIPE-2 is an elaborate system with a wide range of capabilities. However, it uses the ACT formalism, which is quite complicated and does not correspond directly to PDDL. Therefore, there is no way to easily use an existing PDDL file to construct a domain in SIPE-2, or export the domain or problem to PDDL, especially if the PDDL domain uses extended features, a restriction which sig-
significantly decreases the interoperability of the SIPE-2 system with external planning systems. Another difficulty of using the system is the two totally separate graphical environments for elements of the domain, instead of a unified one. Finally, the system does not offer the capability to employ different planning algorithms other than the one implemented in it.

ASPEN is an environment for automated planning and scheduling (Fukunaga, Rabideau, Chien, & Yan, 1997). It is an object-oriented system initially targeted to space mission operation domains. Its features include an expressive constraint modeling language which is used for defining the application domain, systems for defining activity requirements and resource constraints, as well as temporal constraints. In addition, a graphical user interface is included, but its use is confined to visualizing plans and schedules in systems where the problem solving process is interactive.

ASPEN is not intended to be a general purpose system for domain and plan generation; on the contrary, it was developed for the specific purposes of space mission operations. Therefore, it uses its own object-oriented language, AML (Aspen Modeling Language). AML has only a few distant correspondences to PDDL, and the system does not provide the capability of exporting the domains and problems in PDDL. Furthermore, it does not offer a graphical interface for modeling the planning domains and problems.

Other systems that provide user interfaces such as Cox and Veloso (1997) and Pegram, St. Amant, and Riedl (1999) are beyond the scope of this discussion as they are developed for specific purposes and therefore cannot cover the needs of a general purpose planner.

In conclusion, although the above systems are useful, none of them offers direct visual representation of PDDL elements. This is essential for facilitating interoperability with external planning systems and design for users already familiar with the language and. Moreover, even the systems which offer translation to PDDL do not cover important features of the language. In addition, most of the aforementioned systems are confined to a single built-in planning algorithm. The proposed system attempts to tackle these issues by directly representing and using PDDL elements to define planning domains and problems and by cooperating with a variety of planning systems implemented or wrapped and deployed as web services.

9. Conclusions and future work

This paper presented VLEPPO, a visual system for facilitating the design and maintenance of planning domains and problems through a convenient graphical user interface, as well as obtaining solutions to planning problems utilizing different planners. A high degree of flexibility is provided in cooperating with planners, as they may be either local, or implemented as web services, as the system offers a web service client in order to exploit such functionality. One of the main concerns while designing and developing the system was to maintain the interface as simple as possible, while at the same time provide high correspondences to the PDDL language, in order to accommodate interoperability and compatibility with other planning systems through import and export functions.

The use of the system was demonstrated with a case study involving web service composition, viewed as a planning problem. This is an example not typical in the area of planning, but it depicts the convenience of the interface and the ability of the system to handle not only classical planning problems but also alternative problems that can be approached through planning.

As the area of planning for web service composition seems very promising, future extensions of the system will include components oriented to this direction. Added functionality will include integration with the PORSCE II (Hatzi et al., 2008) system in order to obtain planning domains from OWL-S web service descriptions automatically. Such an integration will also allow planning with semantic relaxation provided by the Ontology Management module of PORSCE II. Moreover, communication with Universal Description, Discovery and Integration (UDDI) registries (UDDI, 2004) is possible, in order to obtain new web services descriptions and formulate the available actions.

In addition, extensions to the visual interface in order to accommodate the visual representation of web services as planning actions are necessary. As the number of available actions in such domains is expected to increase over time, different representation schemes have to be developed in order for the interface to remain efficient. Such extensions should include modular view of operators in related groups, and search capabilities. Furthermore, plan manipulation would be a useful feature, as the produced plans might not always satisfy the user. Finally, the addition of plan metrics, apart from covering the corresponding PDDL feature, will enable the user to compare plans produced by different planners and select the best one based on several criteria.
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